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ABSTRACT
With the deployment of IPTV and mobile TV systems on the one hand, and the diversity of devices capable of displaying rich-media content on the other hand, the traditional monolithic way of presenting electronic program guide (EPG) data is becoming inappropriate. In this paper, we describe a system which proposes to separate the generation of presentable EPG data from its actual display. We present a system which achieves the generation and streaming of EPG based on streamable declarative languages. This system allows a reactive distribution and the efficient presentation of dynamic EPG.
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1. INTRODUCTION
Traditional Electronic Program Guides (EPG), displayed on today’s televisions, are the result of the on-the-fly generation of an interactive presentation based on information extracted from the broadcast channel. The generation and presentation are performed in a single place using software embedded either in the TV or in a STB, developed using programmatic languages. In traditional DVB environments, the EPG information is extracted using Event Information Tables (EIT) [1]. With the deployment of IPTV and mobile TV systems, this ecosystem is currently experiencing many changes. First, the number of sources, the type and quantity of information is changing. For example, EPG information can be retrieved from Web feeds (e.g. XMLTV [8]) or from DVB-IPDC [2] channels in the form of TV Anytime data [11]. Second, the number and type of devices capable of displaying rich media content (such as EPG) is also changing: TV, PC, PDA, Smartphones, Portable Media Players (PMP). All these devices have different screen configurations, interaction methods, connectivity features or processing power. The existing method which consists in embedding monolithic software to process and display EPG from a single source is therefore not well suited anymore because of development costs. As a consequence, more and more solutions now rely on dedicated and tailored Web browsers such as [3] to display EPG.

Therefore, the generation and display of EPG is not a new research topic and many papers have been written on the topic. Most of them focus on the design of efficient interactive paradigms [14] or on recommendation systems [16]. In this work, we show a system which decouples the generation and the display of the EPG. This can be viewed as an example of the secondary screen approach described in [17]. The EPG is generated in a device, different from the rendering device, tuned to the broadcast channel to retrieve the raw EPG data. This data is then transformed into a presentation form which is streamed to the remote rendering device (phone, PMP). In this paper, we use the 3GPP DIMS [4] declarative language, rather than XHTML, to first benefit from its light, declarative rich graphics and animation features but also, to allow streaming of the EPG. The use of streaming follows the push approach of broadcasting technologies used in the delivery of raw EPG data but also allows guaranteeing a strong synchronization between the presentation and raw data. Additionally, streaming, coupled with the DIMS update mechanism enables light presentation processing in the client.

In the remaining of this paper, we present in Section 2 the possible architectures for such a system. Then, in Section 3, we detail our system. In Section 4, we show and discuss some results of generated EPG. Finally, we conclude this paper and propose future work in Section 5.

2. EPG GENERATION AND PRESENTATION ARCHITECTURES
This section presents existing approaches for the generation, delivery and presentation of EPG. We focused only on approaches where a declarative language is used to describe the presentation. From the literature [15] or from existing products, we propose to classify the approaches into two main extreme approaches, depicted in Figure 1. We note that this classification is actually rather generic and could be applicable to the generation, streaming and presentation of many types of metadata other than EPG. For both approaches, we assume that the metadata comes from either some broadcaster content management system or is dynamically produced, as for live events. In both cases, we also...
assume that a metadata filtering mechanism can be used at the server-side or at the client-side either driven by direct user interaction (e.g. show sport programs only) or based on user modeling systems.
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**Figure 1 – Alternative approaches for the generation, delivery and presentation of EPG**

### 2.1 The Metadata-Driven Approach

In this first approach, the EPG information is delivered in the form of metadata, and no information is sent about how this metadata should be presented. The receiver is in charge of presenting the metadata in a suitable form. This process can be driven by some specific generation software which creates a declarative presentation (e.g. using XML Transformations). This presentation is then passed to the presentation engine for display, typically a browser. Alternatively, this process can be driven directly by the presentation engine. In that case, the presentation engine loads some presentation templates, and then fills the template with data from the metadata engine. Such metadata, e.g. the name of the current program, can be pulled using some specific API (such as the Joost Widget API [7]); or if the metadata engine is implemented as a web server, by using the XMLHttpRequest standard (XHR) [6]. In an other alternative, the metadata can be pushed to the presentation engine.

The advantages of the metadata-driven approach are the following. First, since the presentation data is generated at the receiver side, it can be easily adapted to the terminal characteristics (e.g. screen size, input methods) and to the user preferences (metadata of interest, user model) without privacy concerns. Second, since this approach delivers ‘raw’ metadata without presentation data, it is efficient in terms of bandwidth. Third, from a server point-of-view, the implementation is simple since it does not have to deal with presentation data.

The short-comings of this approach on the other hand are the following. First, in order to display the presentation, the receiver must implement a metadata engine and the associated interface to the presentation engine. In the context of the growing number of sources and formats of data, it means that the receiver must implement a metadata engine capable of handling several types of metadata. An alternative would be to aggregate all the metadata in one unique form. In some sense, this alternative would transfer some intelligence from the client to the server. Second, in this extreme approach, the presentation look and feel is driven by hardcoded presentation parameters stored on the client. It means that the presentation style cannot change over time (changing colors, fonts or even navigation scheme). Third, since each receiving device can use presentation different parameters, the metadata broadcaster has no control over how the metadata will be presented on the receiving terminal. We believe this is an important problem which leads towards using an approach where presentation data is sent to the receiver.

### 2.2 The Presentation-Driven Approach

In this second extreme approach, the broadcasting server aggregates the different sources of metadata, transforms them into presentation data, and finally delivers the presentation data to the presentation engine of the client. Oppositely to the previous approach, no ‘raw’ metadata is sent to the client. In this approach, the presentation data can be queried from or pushed by the server.

This approach has the following advantages. First, the client does not implement a metadata engine. Its footprint is therefore smaller. Second, with this approach, it is possible to update the presentation of the EPG for example to change the look of the EPG during the Christmas time or the Olympics, or to change the navigation method. Third, in this approach, the presentation can be displayed in the receivers as the author decided.

However, this approach also has limitations. First, it requires more processing at the server side. Second, the diversity of rendering devices hardens the task of adapting the presentation to the terminal characteristics (presentation formats, screen size, input methods). Third, since no metadata is sent, there are cases where the loss of semantics in the presentation data prevents the client from performing semantic filtering (e.g. showing only Sports) or makes it more complex. Finally, since the metadata is transformed into presentation data, a higher bandwidth is required to transmit the presentation style and navigation paradigm.

### 2.3 Summary

Table 1 summarizes the comparison between the previous approaches. Obviously between those approaches, many hybrid approaches can exist. One interesting approach could consist in sending some metadata along with some presentation information to control the presentation (at the cost of bandwidth occupancy).

<table>
<thead>
<tr>
<th>Table 1 – Comparison between the metadata and presentation-driven approaches for the generation and presentation of EPG</th>
</tr>
</thead>
<tbody>
<tr>
<td>Metadata-driven</td>
</tr>
<tr>
<td>Server Complexity</td>
</tr>
<tr>
<td>Client Complexity</td>
</tr>
<tr>
<td>Bandwidth required</td>
</tr>
<tr>
<td>Adaptation handling</td>
</tr>
<tr>
<td>Client-side semantic filtering</td>
</tr>
<tr>
<td>Presentation control</td>
</tr>
</tbody>
</table>

There are several options to do that. One could leverage the ability of the languages like XML to mix data. In that case, a server could deliver a mixed document with presentation data, EPG metadata and the logic to build the final presentation. Another option would be to use separate the data into files or streams and to link the presentation data to the metadata. Files could be acquired using XHR or using file delivery mechanisms such as the DVB Object Carousel [9] or the FLUTE protocol [10]. Streams could use the MPEG-7 BiM [12] standard for metadata and for the presentation data, 3GPP DIMS (MPEG-4 LASeR) or MPEG-4 BIFS [5].
3. THE PINGO SYSTEM
Our system, called PINGO, builds upon the previous analysis. The use case for the PINGO System is the in-house redistribution of television signals, including the EPG information. Indeed, the deployment of mobile TV and terrestrial TV do not allow, for now, for correct in-door reception of the signal by devices like mobile phones or Portable Media Players. In the PINGO system, a centralized device, named PINGO Box, standalone or integrated in a Set Top Box or in an Internet Service Provider Box, receives the TV signal. The raw EPG data is extracted from this broadcast TV signal (mobile or fix) and possibly from other internet sources. The PINGO box redistributes the EPG indoor for other mobile devices (phones, PMP) connected via WiFi.

In this scenario, there is no strong bandwidth constraint for the delivery of EPG data. Additionally, given the requirements that we want to minimize the mobile client developments and processing requirements, and we want to keep fine-grain synchronization between raw the EPG data and the presentation form, we decided to use a streaming delivery of EPG data in a presentation form. Given its mobile standard status, we selected the 3GPP DIMS format.

The EPG raw data is therefore transformed, based on templates, into a stream of presentation information which is updated regularly as new EPG data arrives. In this system, since the source of EPG data is mainly the broadcast channel, the EPG data is delivered in a push mode, using scene updates, as opposed to traditional AJAX pull mode.

The system functions as depicted in Figure 3. First, a designer creates two templates. The first template, called the Main Template, defines the general look and feel of the EPG. This template also handles the navigation between channels and display of information for the current channel. This template is initially empty of programs, but it identifies an entry point for the programs to be inserted, called the Event Dictionary. The second template, called the Event Template, defines the structure of a TV Event or TV Program. It is void of data but contains several entry points for the Event Information to be inserted (e.g. the name of the program, start time, duration, description …). These two templates are written in the target presentation language. Once written, these templates are provided to a server.

The server (in the PINGO Box) is in charge of three tasks: first, sending the initial empty presentation; second, cloning the Event template, filling it in based on the EPG data it receives and sending the result in the form of a presentation update; and third, aggregating the presentation updates to provide a complete presentation for clients who have not joined the streaming session from the beginning or for those (e.g. Web browsers) who just support SVG (not DIMS).

The client in this system only implements a 3GPP DIMS player, it receives an initial scene which displays an empty EPG and then receives updates that progressively add new programs, replace the current time, or delete old programs. Figure 2 shows one possible scene structure. The scene is made of some Javascript code to create, at initialization, the layout of the EPG based on the terminal characteristics. It also contains the event dictionary on which updates are applied. When updates are received, some Javascript code is executed to determine if the program should be displayed based on the presentation time and the program time, on previous user interactions and on the current EPG view. In this example, the whole EPG navigation or channel switching is realized using Javascript code.

4. DISCUSSIONS AND RESULTS
In this approach, a few points should be noticed. First, the description of a program is transmitted in the target presentation language (not in a dedicated metadata language), and then analyzed to produce the Javascript equivalent in order to be able to do client-side filtering and navigation. Programs are not described using some generic EPG XML format. This choice has been made to limit the client-side processing because otherwise if the program were sent using a generic XML format, the client would have had to create the SVG objects that represent the program using Javascript. Previous experiments showed us that the creation of objects with Javascript is slower than the creation of objects upon reception of scene updates. Similarly, in our system, we have tried to minimize the read/write access from the Javascript to the scene and we kept in Javascript only algorithmic operations (search, sort …). Only minor attribute changes are done to the SVG scene using Javascript.

This system has been implemented and validated using the GPAC DIMS Player [13]. Figure 3 shows snapshots of the SVG/DIMS EPG produced by our system. Figure 4 demonstrates its usage of three mobile devices (SPV C500, Samsung i780 and Glofish V900) running Windows Mobile and the GPAC player. Similar experiments have been also made using the MPEG-4 BIFS language.
5. CONCLUSION

In this paper, we have exposed the existing approaches for the generation and display of electronic program guides for interactive TV. We have discussed the pros and cons of these approaches. We have presented our scenario and argued for the need for an approach based on streamable presentation languages. This approach allows separating the decoding or interpretation of raw EPG data from their presentation, thus allowing the display of EPG on constrained devices. In our system, the use of declarative presentation languages enables the designer control over the presentation and its adaptation to the device characteristics. We believe that this approach, applied here to EPG, is actually very generic and could be applied to the presentation of any type of metadata, through the use of templates. In future work, we will investigate several improvements to this system: the ability to have more input formats (web feeds), to support more output formats (XHTML). We will also work on improvement of the adaptation features of our prototype.
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